#### **CHAPTER 1 :**

#### **Basics of Analyzing Twitter Data**

**Why Analyze Twitter Data?**

There are many reasons you may want to analyze Twitter data. Which of these is NOT an area of data science you could use analyzing Twitter data for?

**Answer the question**

**50 XP**

**Possible Answers**
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Analyzing the mentions of each political party in an election.
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Detecting the reactions to the introduction of a new product.
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* ![](data:image/x-wmf;base64,183GmgAAAAAAABsAGABgAAAAAAByVwEACQAAA8gBAAABACMBAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhgAGwADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABgAGwAAAAAABAAAAC0BAAAJAAAAHQYhAPAAGAAMAAAADwAFAAAACwIAAAAABQAAAAwCGAAbAAUAAAABAv///wAFAAAALgEAAAAABQAAAAIBAQAAAAQAAAAtAQAACQAAAB0GIQDwAA0ADQAFAAEAPQAAAEAJxgCIAAAAAAANAA0ABQABACgAAAANAAAADQAAAAEAAQAAAAAANAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAA////AP/4AAD4eAAA4BgAAMAIAADACAAAgAAAAIAAAACAAAAAgAAAAMAIAADACAAA4BgAAPh4AAAjAQAAQAmGAO4AAAAAAA0ADQAFAAEAKAAAAA0AAAANAAAAAQAYAAAAAAAIAgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAD///////////////8AAAAAAAAAAAAAAAAAAAAAAAAAAAAA////////4+Pj4+Pj4+Pj4+Pj////////AAAAAAAAAAAAAAAAAKCgoOPj4+Pj4////////////////+Pj4+Pj4////wAAAAAAAAAAAACgoKBpaWn////////////////////////j4+P///8AAAAAAAAAoKCgaWlp////////////////////////////////4+Pj////AAAAAKCgoGlpaf///////////////////////////////+Pj4////wAAAACgoKBpaWn////////////////////////////////j4+P///8AAAAAoKCgaWlp////////////////////////////////4+Pj////AAAAAAAAAKCgoGlpaf///////////////////////+Pj4////wAAAAAAAAAAAACgoKBpaWlpaWn///////////////9paWlpaWn///8AAAAAAAAAAAAAAAAAoKCgoKCgaWlpaWlpaWlpaWlpoKCgoKCgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAKCgoKCgoKCgoKCgoAAAAAAAAAAAAAAAAAAEAAAAJwH//wMAAAAAAA==)

Understanding the geographical scope of discussion of a news story.
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Uncovering the motives of Twitter users following a hashtag. **(A)**

press4

Correct! You can't identify users unless they tweet.

**Uses of Twitter analysis**

You've been asked to identify the success (or failure) of a particular product. What Twitter analysis strategy could you use to best execute this?

**Answer the question**

**50 XP**

**Possible Answers**
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Collect mentions of the product and identify if people are talking about it positively.
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Examine the size of the retweet network mentioning the product.
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Analyzing the geographical penetration of users mentioning the product.
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All of the above. **(A)**

press4

Correct! All of these are good ways of analyzing how a product may be received.

**Twitter APIs**

**True or False** : I could collect data from last year based on keyword searches with the Streaming API.

**Answer the question**

**50 XP**

**Possible Answers**
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True: The Streaming API allows historical data collection on keywords, user IDs, and locations.
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False: The Streaming API only allows real-time data collection on ads.
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False: The Streaming API only allows real-time data collection on keywords, user IDs, and locations. **(A)**
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False: The Streaming API only allows access from the past week.

press4

Correct! The Streaming API only allows real-time data collection.

**Setting up tweepy authentication**

In the video, we saw how tweepy can be used to collect Twitter data with the Streaming API. tweepy requires a Twitter API key to authenticate with Twitter.

In this exercise, you will load several objects from tweepy and set up the authentication for the package.

The API keys access\_token, access\_token\_secret, consumer\_key, and consumer\_secret have already been defined for you.

**Instructions**

**100 XP**

* Import OAuthHandler and API from the tweepy module.
* Pass consumer\_key and consumer\_secret to OAuthHandler.
* Set the access tokens with access\_token and access\_token\_secret.
* Pass the auth object to the API.

from tweepy import OAuthHandler

from tweepy import API

# Consumer key authentication

auth = OAuthHandler(consumer\_key , consumer\_secret)

# Access key authentication

auth.set\_access\_token(access\_token , access\_token\_secret)

# Set up the API with the authentication handler

api = API(auth)

Great! You are now authenticated.

**Collecting data on keywords**

Now that we've set up the authentication, we can begin to collect Twitter data. Recall that with the Streaming API, we will be collecting real-time Twitter data based on either a sample or filtered by a keyword.

In our example, we will collect data on any tweet mentioning #rstats or #python in the tweet text, username, or user description with the filter endpoint.

The SListener module has already been defined and imported for you. You can find the full code for this module [**here**](https://github.com/SocialDataAnalytics-Winter2018/lab04/blob/master/slistener.py).

**Instructions**

**100 XP**

* Import Stream from tweepy.
* Set keywords\_to\_track to a list containing #rstats and #python.
* Pass the auth and listen objects to Stream.
* Set the keyword argument track equals to keywords\_to\_track.

from tweepy import Stream

# Set up words to track

keywords\_to\_track = ['#rstats' , '#python']

# Instantiate the SListener object

listen = SListener(api)

# Instantiate the Stream object

stream = Stream(auth , listen)

# Begin collecting data

stream.filter(track = keywords\_to\_track)

Good job! You are now collecting tweets.

**Loading and accessing tweets**

In the video, we loaded a tweet we collected using tweepy into Python. Tweets arrive from the Streaming API in JSON format and need to be converted into a Python data structure.

In this exercise, we'll load a single tweet into Python and print out some fields.

The tweet JSON has been loaded for you and is stored in tweet\_json.

**Instructions**

**100 XP**

* Import the json module.
* Convert the tweet JSON stored in tweet\_json from JSON to Python object using json's .loads() method.
* Print the tweet text and id using the appropriate keys.

# Load JSON

import json

# Convert from JSON to Python object

tweet = json.loads(tweet\_json)

# Print tweet text

print(tweet['text'])

# Print tweet id

print(tweet['id'])

<script.py> output:

Writing out the script of my @DataCamp class and I can't help but mentally read it back to myself in @hugobowne's voice.

986973961295720449

**Accessing user data**

Much of the data which we want to know about the Twitter data is stored in child JSON objects. We will access several parts of the user's information with the user child JSON object.

The tweet from the previous exercise has been loaded for you.

**Instructions**

**100 XP**

* Print the user handle with key screen\_name.
* Print the user follower count with key followers\_count.
* Print the user self-defined location with key location.
* Print the user self-defined description with key description.

# Print user handle

print(tweet['user']['screen\_name'])

# Print user follower count

print(tweet['user']['followers\_count'])

# Print user location

print(tweet['user']['location'])

# Print user description

print(tweet['user']['description'])

<script.py> output:

alexhanna

4267

Toronto, ON

Assistant professor @UofT. Protest, media, computation. Trans. Roller derby athlete @TOROLLERDERBY (Kate Silver #538). She/her

**Accessing retweet data**

Now we're going to work with a tweet JSON that contains a retweet. A retweet has the same structure as a regular tweet, except that it has another tweet stored in retweeted\_status.

The new tweet has been loaded as rt.

**Instructions**

**100 XP**

* Print the text of the tweet.
* Print the text of the tweet which has been retweeted, which is contained in retweeted\_status.
* Print the user handle of the tweet.
* Print the user handle of the tweet which has been retweeted, which is contained in retweeted\_status.

# Print the text of the tweet

print(rt['text'])

# Print the text of tweet which has been retweeted

print(rt['retweeted\_status']['text'])

# Print the user handle of the tweet

print(rt['user']['screen\_name'])

# Print the user handle of the tweet which has been retweeted

print(rt['retweeted\_status']['user']['screen\_name'])

<script.py> output:

RT @hannawallach: ICYMI: NIPS/ICML/ICLR are looking for a full-time programmer to run the conferences' submission/review processes. More in…

ICYMI: NIPS/ICML/ICLR are looking for a full-time programmer to run the conferences' submission/review processes. M… https://t.co/aB9Y5tTyHT

alexhanna

hannawallach

**CHAPTER 2 :**

#### **Processing Twitter text**

# Tweet Items and Tweet Flattening

There are multiple fields in the Twitter JSON which contains textual data. In a typical tweet, there's the tweet text, the user description, and the user location. In a tweet longer than 140 characters, there's the extended tweet child JSON. And in a quoted tweet, there's the original tweet text and the commentary with the quoted tweet.

For this exercise, you'll extract textual elements from a single quoted tweet in which the original tweet has more than 140 characters. Then, to analyze tweets at scale, we will want to **flatten** the tweet JSON into a single level. This will allow us to store the tweets in a DataFrame format.

quoted\_tweet has been loaded for you.

##### Instructions 1/2

**50 XP**

* [1](javascript:void(0))
* [2](javascript:void(0))
* Print the tweet text.
* Print the quoted tweet text, that is, the text in quoted\_status.
* Print the quoted tweet's extended (140+ character) full\_text in extended\_tweet.
* Print the quoted tweet user's location.

**In [9]: quoted\_tweet['quoted\_status']['extended\_tweet']**

**Out[9]:**

**{'display\_text\_range': [0, 191],**

**'entities': {'hashtags': [], 'symbols': [], 'urls': [], 'user\_mentions': []},**

**'full\_text': 'O 280 characters, 280 characters! Wherefore art thou 280 characters?\nDeny thy JSON and refuse thy key.\nOr, if thou wilt not, be but sworn my love,\nAnd I’ll no longer be a 140 character tweet.'}**

# Print the tweet text

print(quoted\_tweet['text'])

# Print the quoted tweet text

print(quoted\_tweet['quoted\_status']['text'])

# Print the quoted tweet's extended (140+) text

print(quoted\_tweet['quoted\_status']['extended\_tweet']['full\_text'])

# Print the quoted user location

print(quoted\_tweet['quoted\_status']['user']['location'])

<script.py> output:

maybe if I quote tweet this lil guy https://t.co/BzbLDz9j6g

O 280 characters, 280 characters! Wherefore art thou 280 characters?

Deny thy JSON and refuse thy key.

Or, if thou… https://t.co/MlFg4qFnEC

O 280 characters, 280 characters! Wherefore art thou 280 characters?

Deny thy JSON and refuse thy key.

Or, if thou wilt not, be but sworn my love,

And I’ll no longer be a 140 character tweet.

Toronto, ON

##### Instructions 2/2

**50 XP**

* [2](javascript:void(0))
* Store the user screen\_name in user-screen\_name.
* Store the quoted tweet's text in quoted\_status-text.
* Store the quoted tweet's extended text in quoted\_status-extended\_tweet-full\_text.

# Store the user screen\_name in 'user-screen\_name'

quoted\_tweet['user-screen\_name'] = quoted\_tweet['user']['screen\_name']

# Store the quoted\_status text in 'quoted\_status-text'

quoted\_tweet['quoted\_status-text'] = quoted\_tweet['quoted\_status']['text']

# Store the quoted tweet's extended (140+) text in

# 'quoted\_status-extended\_tweet-full\_text'

quoted\_tweet['quoted\_status-extended\_tweet-full\_text'] = quoted\_tweet['quoted\_status']['extended\_tweet']['full\_text']

<script.py> output:

maybe if I quote tweet this lil guy https://t.co/BzbLDz9j6g

O 280 characters, 280 characters! Wherefore art thou 280 characters?

Deny thy JSON and refuse thy key.

Or, if thou… https://t.co/MlFg4qFnEC

O 280 characters, 280 characters! Wherefore art thou 280 characters?

Deny thy JSON and refuse thy key.

Or, if thou wilt not, be but sworn my love,

And I’ll no longer be a 140 character tweet.

Toronto, ON

<script.py> output:

maybe if I quote tweet this lil guy https://t.co/BzbLDz9j6g

O 280 characters, 280 characters! Wherefore art thou 280 characters?

Deny thy JSON and refuse thy key.

Or, if thou… https://t.co/MlFg4qFnEC

O 280 characters, 280 characters! Wherefore art thou 280 characters?

Deny thy JSON and refuse thy key.

Or, if thou wilt not, be but sworn my love,

And I’ll no longer be a 140 character tweet.

Toronto, ON

In [1]: quoted\_tweet['user']['screen\_name']

Out[1]: 'alexhanna'

In [2]:

In [2]:

In [2]: quoted\_tweet['quoted\_status']

Out[2]:

{'contributors': None,

'coordinates': None,

'created\_at': 'Wed Apr 25 17:17:23 +0000 2018',

'entities': {'hashtags': [],

'symbols': [],

'urls': [{'display\_url': 'twitter.com/i/web/status/9…',

'expanded\_url': 'https://twitter.com/i/web/status/989191655759663105',

'indices': [116, 139],

'url': 'https://t.co/MlFg4qFnEC'}],

'user\_mentions': []},

'extended\_tweet': {'display\_text\_range': [0, 191],

'entities': {'hashtags': [], 'symbols': [], 'urls': [], 'user\_mentions': []},

'full\_text': 'O 280 characters, 280 characters! Wherefore art thou 280 characters?\nDeny thy JSON and refuse thy key.\nOr, if thou wilt not, be but sworn my love,\nAnd I’ll no longer be a 140 character tweet.'},

'favorite\_count': 1,

'favorited': False,

'filter\_level': 'low',

'geo': None,

'id': 989191655759663105,

'id\_str': '989191655759663105',

'in\_reply\_to\_screen\_name': None,

'in\_reply\_to\_status\_id': None,

'in\_reply\_to\_status\_id\_str': None,

'in\_reply\_to\_user\_id': None,

'in\_reply\_to\_user\_id\_str': None,

'is\_quote\_status': False,

'lang': 'en',

'place': None,

'quote\_count': 0,

'reply\_count': 1,

'retweet\_count': 0,

'retweeted': False,

'source': '<a href="https://about.twitter.com/products/tweetdeck" rel="nofollow">TweetDeck</a>',

'text': 'O 280 characters, 280 characters! Wherefore art thou 280 characters?\nDeny thy JSON and refuse thy key.\nOr, if thou… https://t.co/MlFg4qFnEC',

'truncated': True,

'user': {'contributors\_enabled': False,

'created\_at': 'Thu Jan 18 20:37:52 +0000 2007',

'default\_profile': False,

'default\_profile\_image': False,

'description': 'Assistant professor @UofT. Protest, media, computation. Trans. Roller derby athlete @TOROLLERDERBY (Kate Silver #538). She/her.',

'favourites\_count': 23526,

'follow\_request\_sent': None,

'followers\_count': 4275,

'following': None,

'friends\_count': 2806,

'geo\_enabled': True,

'id': 661613,

'id\_str': '661613',

'is\_translator': False,

'lang': 'en',

'listed\_count': 246,

'location': 'Toronto, ON',

'name': 'Alex Hanna, Data Witch',

'notifications': None,

'profile\_background\_color': '000000',

'profile\_background\_image\_url': 'http://abs.twimg.com/images/themes/theme16/bg.gif',

'profile\_background\_image\_url\_https': 'https://abs.twimg.com/images/themes/theme16/bg.gif',

'profile\_background\_tile': False,

'profile\_banner\_url': 'https://pbs.twimg.com/profile\_banners/661613/1524231456',

'profile\_image\_url': 'http://pbs.twimg.com/profile\_images/980799823900180483/J9CDOX\_X\_normal.jpg',

'profile\_image\_url\_https': 'https://pbs.twimg.com/profile\_images/980799823900180483/J9CDOX\_X\_normal.jpg',

'profile\_link\_color': '0671B8',

'profile\_sidebar\_border\_color': '666666',

'profile\_sidebar\_fill\_color': 'CCCCCC',

'profile\_text\_color': '333333',

'profile\_use\_background\_image': False,

'protected': False,

'screen\_name': 'alexhanna',

'statuses\_count': 71925,

'time\_zone': 'Eastern Time (US & Canada)',

'translator\_type': 'regular',

'url': 'http://alex-hanna.com',

'utc\_offset': -14400,

'verified': False}}

In [3]:

In [3]:

In [3]: quoted\_tweet['quoted\_status']['text']

Out[3]: 'O 280 characters, 280 characters! Wherefore art thou 280 characters?\nDeny thy JSON and refuse thy key.\nOr, if thou… https://t.co/MlFg4qFnEC'

In [4]: quoted\_tweet['extended\_text']

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

quoted\_tweet['extended\_text']

KeyError: 'extended\_text'

In [5]:

In [5]:

In [5]: quoted\_tweet['quoted\_status']

Out[5]:

{'contributors': None,

'coordinates': None,

'created\_at': 'Wed Apr 25 17:17:23 +0000 2018',

'entities': {'hashtags': [],

'symbols': [],

'urls': [{'display\_url': 'twitter.com/i/web/status/9…',

'expanded\_url': 'https://twitter.com/i/web/status/989191655759663105',

'indices': [116, 139],

'url': 'https://t.co/MlFg4qFnEC'}],

'user\_mentions': []},

'extended\_tweet': {'display\_text\_range': [0, 191],

'entities': {'hashtags': [], 'symbols': [], 'urls': [], 'user\_mentions': []},

'full\_text': 'O 280 characters, 280 characters! Wherefore art thou 280 characters?\nDeny thy JSON and refuse thy key.\nOr, if thou wilt not, be but sworn my love,\nAnd I’ll no longer be a 140 character tweet.'},

'favorite\_count': 1,

'favorited': False,

'filter\_level': 'low',

'geo': None,

'id': 989191655759663105,

'id\_str': '989191655759663105',

'in\_reply\_to\_screen\_name': None,

'in\_reply\_to\_status\_id': None,

'in\_reply\_to\_status\_id\_str': None,

'in\_reply\_to\_user\_id': None,

'in\_reply\_to\_user\_id\_str': None,

'is\_quote\_status': False,

'lang': 'en',

'place': None,

'quote\_count': 0,

'reply\_count': 1,

'retweet\_count': 0,

'retweeted': False,

'source': '<a href="https://about.twitter.com/products/tweetdeck" rel="nofollow">TweetDeck</a>',

'text': 'O 280 characters, 280 characters! Wherefore art thou 280 characters?\nDeny thy JSON and refuse thy key.\nOr, if thou… https://t.co/MlFg4qFnEC',

'truncated': True,

'user': {'contributors\_enabled': False,

'created\_at': 'Thu Jan 18 20:37:52 +0000 2007',

'default\_profile': False,

'default\_profile\_image': False,

'description': 'Assistant professor @UofT. Protest, media, computation. Trans. Roller derby athlete @TOROLLERDERBY (Kate Silver #538). She/her.',

'favourites\_count': 23526,

'follow\_request\_sent': None,

'followers\_count': 4275,

'following': None,

'friends\_count': 2806,

'geo\_enabled': True,

'id': 661613,

'id\_str': '661613',

'is\_translator': False,

'lang': 'en',

'listed\_count': 246,

'location': 'Toronto, ON',

'name': 'Alex Hanna, Data Witch',

'notifications': None,

'profile\_background\_color': '000000',

'profile\_background\_image\_url': 'http://abs.twimg.com/images/themes/theme16/bg.gif',

'profile\_background\_image\_url\_https': 'https://abs.twimg.com/images/themes/theme16/bg.gif',

'profile\_background\_tile': False,

'profile\_banner\_url': 'https://pbs.twimg.com/profile\_banners/661613/1524231456',

'profile\_image\_url': 'http://pbs.twimg.com/profile\_images/980799823900180483/J9CDOX\_X\_normal.jpg',

'profile\_image\_url\_https': 'https://pbs.twimg.com/profile\_images/980799823900180483/J9CDOX\_X\_normal.jpg',

'profile\_link\_color': '0671B8',

'profile\_sidebar\_border\_color': '666666',

'profile\_sidebar\_fill\_color': 'CCCCCC',

'profile\_text\_color': '333333',

'profile\_use\_background\_image': False,

'protected': False,

'screen\_name': 'alexhanna',

'statuses\_count': 71925,

'time\_zone': 'Eastern Time (US & Canada)',

'translator\_type': 'regular',

'url': 'http://alex-hanna.com',

'utc\_offset': -14400,

'verified': False}}

In [6]: quoted\_tweet['quoted\_status']['text']

Out[6]: 'O 280 characters, 280 characters! Wherefore art thou 280 characters?\nDeny thy JSON and refuse thy key.\nOr, if thou… https://t.co/MlFg4qFnEC'

In [7]: quoted\_tweet['quoted\_status']['full\_text']

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

quoted\_tweet['quoted\_status']['full\_text']

KeyError: 'full\_text'

In [8]: quoted\_tweet['quoted\_status']['text']

Out[8]: 'O 280 characters, 280 characters! Wherefore art thou 280 characters?\nDeny thy JSON and refuse thy key.\nOr, if thou… https://t.co/MlFg4qFnEC'

Traceback (most recent call last):

File "script.py", line 9, in <module>

quoted\_tweet['quoted\_status-extended\_tweet-full\_text'] = quoted\_tweet['quoted\_status']['extended\_tweet']['text']

KeyError: 'text'

**A tweet flattening function**

We are typically interested in hundreds or thousands of tweets. For this purpose, it makes sense to define a function to flatten JSON file full of tweets. Let's call this function flatten\_tweets(). We will use this function multiple times in this course and change it slightly as we deal with different types of data.

json has been loaded for you.

**Instructions**

**100 XP**

* Store the user screen name in user-screen\_name.
* Store the extended tweet text in extended\_tweet-full\_text.
* Store the retweet user screen name in retweeted\_status-user-screen\_name.
* Store the retweet text in retweeted\_status-text.

def flatten\_tweets(tweets\_json):

""" Flattens out tweet dictionaries so relevant JSON

is in a top-level dictionary."""

tweets\_list = []

# Iterate through each tweet

for tweet in tweets\_json:

tweet\_obj = json.loads(tweet)

# Store the user screen name in 'user-screen\_name'

tweet\_obj['user-screen\_name'] = tweet\_obj['user']['screen\_name']

# Check if this is a 140+ character tweet

if 'extended\_tweet' in tweet\_obj:

# Store the extended tweet text in 'extended\_tweet-full\_text'

tweet\_obj['extended\_tweet-full\_text'] = tweet\_obj['extended\_tweet']['full\_text']

if 'retweeted\_status' in tweet\_obj:

# Store the retweet user screen name in 'retweeted\_status-user-screen\_name'

tweet\_obj['retweeted\_status-user-screen\_name'] = tweet\_obj['retweeted\_status']['user']['screen\_name']

# Store the retweet text in 'retweeted\_status-text'

tweet\_obj['retweeted\_status-text'] = tweet\_obj['retweeted\_status']['text']

tweets\_list.append(tweet\_obj)

return tweets\_list

Great! Now we can flatten the JSON.

# Loading tweets into a DataFrame

Now it's time to import data into a pandas DataFrame so we can analyze tweets at scale.

We will work with a dataset of tweets which contain the hashtag '#rstats' or '#python'. This dataset is stored as a list of tweet JSON objects in data\_science\_json.

This course touches on a lot of concepts you may have forgotten, so if you ever need a quick refresher, download the [**pandas basics Cheat Sheet**](https://datacamp-community-prod.s3.amazonaws.com/fbc502d0-46b2-4e1b-b6b0-5402ff273251) and keep it handy!

Be aware that this is real data from Twitter and as such there is always a risk for the presence of profanity or other offensive content (in this exercise, and any following exercises that also use real Twitter data).

##### Instructions

**100 XP**

* Import pandas (remember, by convention we'll alias it as pd).
* Flatten the data\_science\_json tweets with flatten\_tweets() and store them in tweets.
* Create a DataFrame from tweets using pd.DataFrame().
* Print out the text from the first 5 tweets.

In [1]: data\_science\_json

Out[1]:

['{"created\_at":"Fri Mar 30 13:04:22 +0000 2018","id":979705897457942528,"id\_str":"979705897457942528","text":"RT @Dennboss: Hahahah Efteling maakt Maxi-Cosi\'s voor in de Python, duidelijk een perfect uitgewerkte 1 april grap en toch zijn er van die\\u2026","source":"\\u003ca href=\\"http:\\/\\/twitter.com\\/download\\/android\\" re

……… etc

# Import pandas

import pandas as pd

# Flatten the tweets and store in `tweets`

tweets = flatten\_tweets(data\_science\_json)

# Create a DataFrame from `tweets`

ds\_tweets = pd.DataFrame(tweets)

# Print out the first 5 tweets from this dataset

print(ds\_tweets['text'].values[0:5])

<script.py> output:

["RT @Dennboss: Hahahah Efteling maakt Maxi-Cosi's voor in de Python, duidelijk een perfect uitgewerkte 1 april grap en toch zijn er van die…"

'RT @PythonWeekly: Python Weekly - Issue 338 https://t.co/7gJSoLJj3V #python #django #flask #slack #blockchain #bitcoin #twilio #opencv #ma…'

'RT @dataandme: ICYMI, still 💜ing this: "Where do things live in R? R for Excel Users" by @StephdeSilva https://t.co/WiIIxFZzRX #rstats http…'

'RT @dataandme: 🕴@jaredlander knows how to put on a show…\n"New York R Conference" is gonna be 🔥\nhttps://t.co/BpFTYm1Peh via @rstatsnyc (duh)…'

'RT @llanga: I heard it\'s Py Day today so I made a thing! Meet "Black", the uncompromising #python code formatter!\n\nhttps://t.co/COA0YMfUNr…']

In [3]: ds\_tweets.head()

Out[3]:

contributors coordinates created\_at display\_text\_range \

0 None None Fri Mar 30 13:04:22 +0000 2018 NaN

1 None None Fri Mar 16 11:59:09 +0000 2018 NaN

2 None None Tue Mar 27 08:34:33 +0000 2018 NaN

3 None None Fri Mar 16 21:26:58 +0000 2018 NaN

4 None None Thu Mar 15 23:35:05 +0000 2018 NaN

entities extended\_entities \

0 {'user\_mentions': [{'screen\_name': 'Dennboss',... NaN

1 {'user\_mentions': [{'screen\_name': 'PythonWeek... NaN

2 {'user\_mentions': [{'screen\_name': 'dataandme'... NaN

3 {'user\_mentions': [{'screen\_name': 'dataandme'... NaN

4 {'user\_mentions': [{'screen\_name': 'llanga', '... NaN

extended\_tweet extended\_tweet-full\_text favorite\_count favorited \

0 NaN NaN 0 False

1 NaN NaN 0 False

2 NaN NaN 0 False

3 NaN NaN 0 False

4 NaN NaN 0 False

... retweeted\_status \

0 ... {'text': 'Hahahah Efteling maakt Maxi-Cosi's v...

1 ... {'text': 'Python Weekly - Issue 338 https://t....

2 ... {'text': 'ICYMI, still 💜ing this: "Where do th...

3 ... {'text': '🕴@jaredlander knows how to put on a ...

4 ... {'text': 'I heard it's Py Day today so I made ...

retweeted\_status-extended\_tweet-full\_text \

0 Hahahah Efteling maakt Maxi-Cosi's voor in de ...

1 Python Weekly - Issue 338 https://t.co/7gJSoLJ...

2 ICYMI, still 💜ing this: "Where do things live ...

3 🕴@jaredlander knows how to put on a show…\n"Ne...

4 I heard it's Py Day today so I made a thing! M...

retweeted\_status-text \

0 Hahahah Efteling maakt Maxi-Cosi's voor in de ...

1 Python Weekly - Issue 338 https://t.co/7gJSoLJ...

2 ICYMI, still 💜ing this: "Where do things live ...

3 🕴@jaredlander knows how to put on a show…\n"Ne...

4 I heard it's Py Day today so I made a thing! M...

retweeted\_status-user-screen\_name \

0 Dennboss

1 PythonWeekly

2 dataandme

3 dataandme

4 llanga

source \

0 <a href="http://twitter.com/download/android" ...

1 <a href="http://twitter.com/download/iphone" r...

2 <a href="http://twitter.com/download/iphone" r...

3 <a href="http://twitter.com/download/android" ...

4 <a href="http://twitter.com/download/iphone" r...

text timestamp\_ms \

0 RT @Dennboss: Hahahah Efteling maakt Maxi-Cosi... 1522415062666

1 RT @PythonWeekly: Python Weekly - Issue 338 ht... 1521201549661

2 RT @dataandme: ICYMI, still 💜ing this: "Where ... 1522139673666

3 RT @dataandme: 🕴@jaredlander knows how to put ... 1521235618658

4 RT @llanga: I heard it's Py Day today so I mad... 1521156905660

truncated user \

0 False {'profile\_sidebar\_border\_color': '000000', 'de...

1 False {'profile\_sidebar\_border\_color': '000000', 'de...

2 False {'profile\_sidebar\_border\_color': '000000', 'de...

3 False {'profile\_sidebar\_border\_color': '000000', 'de...

4 False {'profile\_sidebar\_border\_color': '181A1E', 'de...

user-screen\_name

0 mlvttweet

1 testdrivenio

2 drchriscole

3 sellorm

4 SimplicityGuy

[5 rows x 40 columns]

**Finding keywords**

Counting known keywords is one of the first ways you can analyze text data in a Twitter dataset. In this dataset, you're going to count the number of times specific hashtags occur in a collection of tweets about data science. To this end, you're going to use the string methods in the pandas Series object to do this.

pandas and numpy have been imported as pd and np, respectively. A more fully-featured flatten\_tweets and data\_science\_json have also been loaded for you.

**Instructions**

**100 XP**

* Flatten the tweets with flatten\_tweets() and store them in flat\_tweets.
* Convert tweets to DataFrame using the pandas DataFrame constructor.
* Find mentions of #python in 'text', ignoring case.
* Print proportion of tweets mentioning #python by summing python with np.sum() and dividing it by the total number of tweets.

# Flatten the tweets and store them

flat\_tweets = flatten\_tweets(data\_science\_json)

# Convert to DataFrame

ds\_tweets = pd.DataFrame(flat\_tweets)

# Find mentions of #python in 'text'

python = ds\_tweets['text'].str.contains('#python', case = False)

# Print proportion of tweets mentioning #python

print("Proportion of #python tweets:", np.sum(python) / len(ds\_tweets))

<script.py> output:

Proportion of #python tweets: 0.44533333333333336

**Looking for text in all the wrong places**

Recall that relevant text may not only be in the main text field of the tweet. It may also be in the extended\_tweet, the retweeted\_status, or the quoted\_status. We need to check all of these fields to make sure we've accounted for all the of the relevant text. We'll do this often so we're going to create a function which does this.

The first two lines check if the main text field or the extended\_tweet contain the text. You will need to check the rest.

**Instructions**

**100 XP**

Finish the check\_word\_in\_tweet function by doing the following:

* Check if the field quoted\_status-text contains the word.
* Check if the field quoted\_status-extended\_tweet-full\_text contains the word.
* Check if the field retweeted\_status-text contains the word.
* Check if the field retweeted\_status-extended\_tweet-full\_text contains the word.

def check\_word\_in\_tweet(word, data):

"""Checks if a word is in a Twitter dataset's text.

Checks text and extended tweet (140+ character tweets) for tweets,

retweets and quoted tweets.

Returns a logical pandas Series.

"""

contains\_column = data['text'].str.contains(word, case = False)

contains\_column |= data['extended\_tweet-full\_text'].str.contains(word, case = False)

contains\_column |= data['quoted\_status-text'].str.contains(word, case = False)

contains\_column |= data['quoted\_status-extended\_tweet-full\_text'].str.contains(word , case = False)

contains\_column |= data['retweeted\_status-text'].str.contains(word , case = False)

contains\_column |= data['retweeted\_status-extended\_tweet-full\_text'].str.contains(word , case = False)

return contains\_column

Great! Now you have a function that searces all text fields.

**Comparing #python to #rstats**

Now that we have a function to check whether or not the word is in the tweet in multiple places, we can deploy this across multiple words and compare them. Let's return to our example with the data science hashtag dataset. We want to see how many times that #rstats occurs compared to #python.

The data science hashtag dataset ds\_tweets has been loaded for you.

**Instructions**

**100 XP**

* Use the function check\_word\_in\_tweet() to find all instances of #python in the text fields of ds\_tweets.
* Do the same with #rstats.
* Print proportion of tweets mentioning #python by summing python with np.sum() and dividing it by ds\_tweets.shape[0].
* Do the same for rstats.

# Find mentions of #python in all text fields

python = check\_word\_in\_tweet('#python', ds\_tweets)

# Find mentions of #rstats in all text fields

rstats = check\_word\_in\_tweet('#rstats', ds\_tweets)

# Print proportion of tweets mentioning #python

print("Proportion of #python tweets:", np.sum(python) / len(ds\_tweets))

# Print proportion of tweets mentioning #rstats

print("Proportion of #rstats tweets:", np.sum(rstats) / len(ds\_tweets))

<script.py> output:

Proportion of #python tweets: 0.5733333333333334

Proportion of #rstats tweets: 0.4693333333333333

**Creating time series data frame**

Time series data is used when we want to analyze or explore variation over time. This is useful when exploring Twitter text data if we want to track the prevalence of a word or set of words.

The first step in doing this is converting the DataFrame into a format which can be handled using pandas time series methods. That can be done by converting the index to a datetime type.

**Instructions**

**100 XP**

* Print the first five rows of created\_at in ds\_tweets with the .head() method.
* Convert that column to a datetime type with the Pandas' .to\_datetime() method.
* Print the first five rows once again.
* Set index to created\_at with .set\_index().

# Print created\_at to see the original format of datetime in Twitter data

print(ds\_tweets['created\_at'].head())

# Convert the created\_at column to np.datetime object

ds\_tweets['created\_at'] = pd.to\_datetime(ds\_tweets['created\_at'])

# Print created\_at to see new format

print(ds\_tweets['created\_at'].head())

# Set the index of ds\_tweets to created\_at

ds\_tweets = ds\_tweets.set\_index('created\_at')

<script.py> output:

0 Fri Mar 30 13:04:22 +0000 2018

1 Fri Mar 16 11:59:09 +0000 2018

2 Tue Mar 27 08:34:33 +0000 2018

3 Fri Mar 16 21:26:58 +0000 2018

4 Thu Mar 15 23:35:05 +0000 2018

Name: created\_at, dtype: object

0 2018-03-30 13:04:22

1 2018-03-16 11:59:09

2 2018-03-27 08:34:33

3 2018-03-16 21:26:58

4 2018-03-15 23:35:05

Name: created\_at, dtype: datetime64[ns]

**Generating mean frequency**

We need to produce a metric which can be graphed over time. Our function check\_word\_in\_tweet() returns a boolean Series. Remember that the boolean value True == 1, so we can produce a column for each keyword we're interested in and use it to understand its over time prevalence.

**Instructions**

**100 XP**

* Create a column called python and store the results of check\_word\_in\_tweet() for the string '#python' in it.
* Do the same, but with a column called rstats and the string '#rstats'.

# Create a python column

ds\_tweets['python'] = check\_word\_in\_tweet('#python', ds\_tweets)

# Create an rstats column

ds\_tweets['rstats'] = check\_word\_in\_tweet('#rstats', ds\_tweets)

**Plotting mean frequency**

Lastly, we'll create a per-day average of the mentions of both hashtags and plot them across time. We'll first create proportions from the two boolean Series by the day, then we'll plot them.

matplotlib.pyplot has been imported as plt and ds\_tweets has been loaded for you.

**Instructions**

**100 XP**

* Generate the mean number of tweets with the python column with .resample() and .mean() methods. .resample() takes one argument, '1 d', to produce daily averages.
* Do the same with the rstats column.
* Plot a line for #python usage with mean\_python. Use mean\_python.index.day as the x-axis.
* Do the same with mean\_rstats.

# Average of python column by day

mean\_python = ds\_tweets['python'].resample('1 d').mean()

# Average of rstats column by day

mean\_rstats = ds\_tweets['rstats'].resample('1 d').mean()

# Plot mean python by day(green)/mean rstats by day(blue)

plt.plot(mean\_python.index.day , mean\_python, color = 'green')

plt.plot(mean\_rstats.index.day , mean\_rstats, color = 'blue')

# Add labels and show

plt.xlabel('Day'); plt.ylabel('Frequency')

plt.title('Language mentions over time')

plt.legend(('#python', '#rstats'))

plt.show()

**Loading VADER**

Sentiment analysis provides us a small glimpse of the meaning of texts with a rather directly interpretable method. While it has its limitations, it's a good place to begin working with textual data. There's a number of out-of-the-box tools in Python we can use for sentiment analysis.

ds\_tweets with the datetime index has been loaded for you.

**Instructions**

**100 XP**

* Load SentimentIntensityAnalyzer from nltk.sentiment.vader.
* Instantiate a new SentimentIntensityAnalyzer object.
* Generate sentiment scores with the .apply() method and the analyzer's polarity\_scores() function.

In [1]: ds\_tweets['text']

Out[1]:

created\_at

2018-03-30 13:04:22 RT @Dennboss: Hahahah Efteling maakt Maxi-Cosi...

2018-03-16 11:59:09 RT @PythonWeekly: Python Weekly - Issue 338 ht...

2018-03-27 08:34:33 RT @dataandme: ICYMI, still 💜ing this: "Where ...

2018-03-16 21:26:58 RT @dataandme: 🕴@jaredlander knows how to put ...

2018-03-15 23:35:05 RT @llanga: I heard it's Py Day today so I mad...

2018-03-25 01:00:25 #Spectrum My #InternetSpeed :\nPing: 34.319 ms...

2018-03-09 15:59:42 RT @blarson424: R: linear regression https://t...

2018-03-29 08:29:00 RT @CMastication: using #Python and #rstats in...

2018-03-24 10:00:53 RT @jrlarsen: Go Teams! 40% off at @ManningBoo...

2018-03-26 17:04:23 RT @dataandme: 📉🎞 head-to-head, w/ code:\n"gga...

2018-03-13 22:21:43 RT @dataandme: ICYMI, 👍 series on useful 📦s!\n...

2018-03-29 16:23:18 RT @PythonWeekly: Python Weekly - Issue 340 ht...

2018-03-03 16:00:41 #Spectrum My #InternetSpeed :\nPing: 34.611 ms...

2018-03-26 15:33:52 RT @rstudio: reticulate: R interface to Python...

2018-03-12 12:22:36 Read here Top 10 #technology #javascript #pyth...

2018-03-05 03:18:58 An empty bag is an island. #proverb #python

2018-03-14 18:22:49 A #sloth #elephants #giraffes #rhinos #monkeys...

2018-03-06 00:46:06 RT @dataandme: 'nother ⭐️tidy eval post by @ro...

2018-03-29 12:47:34 RT @PaulMinda1: Very cool tutorial on box plot...

2018-03-20 12:59:06 RT @rar\_21: Day 2 - Starting with #APICem #Dev...

2018-03-20 05:52:40 RT @blarson424: Intro to R Shiny: build a web ...

2018-03-04 08:15:14 RT @alistaire: A little tutorial for how to re...

2018-03-20 23:42:59 RT @sgrifter: #RLadies NYC Meetup tonight host...

2018-03-19 16:30:14 bar plot number of 0s in a dataframe. Fill bas...

2018-03-13 22:30:44 Pubs these days. And no Defenders on 5\* #pytho...

2018-03-20 17:45:09 This Hours Photo: #weather #minnesota #photo #...

2018-03-21 15:32:36 Связной список / бинарное дерево https://t.co/...

2018-03-20 12:59:59 RT @coolbutuseless: Adding checks to an existi...

2018-03-02 07:31:54 RT @ReactDOM: All the Best Rated Courses on sa...

2018-03-09 16:02:59 RT @Cruz\_Julian\_: Rbloggers Some Tools for Wri...

...

2018-03-09 12:52:58 RT @egreen460: https://t.co/zlhXALd8iD is For ...

2018-03-03 23:27:26 RT @elfosardo: day 47, added option to use tex...

2018-03-08 14:42:10 My new #rstats project:\n\nMake it so that whe...

2018-03-25 08:17:09 RT @ahmedjr\_16: Review of #MachineLearning A-Z...

2018-03-08 10:46:29 RT @reinforcelabtwt: Review of #MachineLearnin...

2018-03-12 17:49:10 RT @Tchai1812: I love @TwitchCreates so I did ...

2018-03-06 18:51:27 RT @rob\_arista: 🖍🖍🖍 HSL Color Diagram 🖍🖍🖍\nmad...

2018-03-10 14:54:02 Obtain both headers and content from single GE...

2018-03-06 22:04:43 RT @mvachhar: Improve your code, save time, do...

2018-03-09 02:19:46 After a week learning python from scratch, ver...

2018-03-12 21:07:27 This #rstats course needs some marketing. Awes...

2018-03-06 09:58:00 Tableau in Practice - A Step by Step Complete ...

2018-03-08 22:35:57 It would be great if #postgres, #R, and #pytho...

2018-03-30 20:39:02 Extract first column of a 2D list along with i...

2018-03-18 20:05:32 Utiliza #python con tu #arduino: Tutorial de A...

2018-03-03 22:40:39 RT @kpavlovsky\_pro: Right before I went to sle...

2018-03-12 11:39:58 RT @hadleywickham: I've written a brand new ch...

2018-03-22 19:46:17 RT @MattDowle: And big-time thanks to @krlmlr ...

2018-03-21 23:51:03 RT @OCCRP: Got skills with #linux, #python, ma...

2018-03-04 18:00:39 #Spectrum My #InternetSpeed :\nPing: 31.845 ms...

2018-03-20 14:53:18 One more event conducted successfully. We orga...

2018-03-22 11:14:50 RT @python\_devv: Python Tutorial: Creating Web...

2018-03-09 10:23:42 RT @schochastics: Recreation of Minard's March...

2018-03-07 15:15:38 TL;DR people got tired of using the word "Tidy...

2018-03-29 16:05:54 RT @RLangTip: Extracting data from PDF graphic...

2018-03-13 08:23:25 RT @tkb: Want to tell stories about global dev...

2018-03-03 17:42:59 Самый дешёвый CDN из всех что я знаю https://t...

2018-03-16 07:46:03 RT @json\_stack: python json.loads Unterminated...

2018-03-25 23:36:39 RT @KKulma: My last blog post on hints how to ...

2018-03-13 20:04:32 After seeing "📦s" I'm tempted to write a filte...

Name: text, dtype: object

# Load SentimentIntensityAnalyzer

from nltk.sentiment.vader import SentimentIntensityAnalyzer

# Instantiate new SentimentIntensityAnalyzer

sid = SentimentIntensityAnalyzer()

# Generate sentiment scores

sentiment\_scores = ds\_tweets['text'].apply(sid.polarity\_scores)

In [5]: sentiment\_scores

Out[5]:

created\_at

2018-03-30 13:04:22 {'neg': 0.0, 'pos': 0.15, 'compound': 0.5719, ...

2018-03-16 11:59:09 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

2018-03-27 08:34:33 {'neg': 0.0, 'pos': 0.136, 'compound': 0.4588,...

2018-03-16 21:26:58 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

2018-03-15 23:35:05 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

2018-03-25 01:00:25 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

2018-03-09 15:59:42 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

2018-03-29 08:29:00 {'neg': 0.0, 'pos': 0.278, 'compound': 0.8074,...

2018-03-24 10:00:53 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

2018-03-26 17:04:23 {'neg': 0.0, 'pos': 0.146, 'compound': 0.4404,...

2018-03-13 22:21:43 {'neg': 0.0, 'pos': 0.151, 'compound': 0.4926,...

2018-03-29 16:23:18 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

2018-03-03 16:00:41 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

2018-03-26 15:33:52 {'neg': 0.0, 'pos': 0.125, 'compound': 0.25, '...

2018-03-12 12:22:36 {'neg': 0.0, 'pos': 0.294, 'compound': 0.6114,...

2018-03-05 03:18:58 {'neg': 0.205, 'pos': 0.0, 'compound': -0.2023...

2018-03-14 18:22:49 {'neg': 0.0, 'pos': 0.188, 'compound': 0.5719,...

2018-03-06 00:46:06 {'neg': 0.157, 'pos': 0.0, 'compound': -0.4199...

2018-03-29 12:47:34 {'neg': 0.0, 'pos': 0.26, 'compound': 0.7713, ...

2018-03-20 12:59:06 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

2018-03-20 05:52:40 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

2018-03-04 08:15:14 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

2018-03-20 23:42:59 {'neg': 0.0, 'pos': 0.186, 'compound': 0.6249,...

2018-03-19 16:30:14 {'neg': 0.0, 'pos': 0.091, 'compound': 0.0772,...

2018-03-13 22:30:44 {'neg': 0.163, 'pos': 0.096, 'compound': -0.22...

2018-03-20 17:45:09 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

2018-03-21 15:32:36 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

2018-03-20 12:59:59 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

2018-03-02 07:31:54 {'neg': 0.0, 'pos': 0.201, 'compound': 0.6988,...

2018-03-09 16:02:59 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

...

2018-03-09 12:52:58 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

2018-03-03 23:27:26 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

2018-03-08 14:42:10 {'neg': 0.114, 'pos': 0.0, 'compound': -0.4019...

2018-03-25 08:17:09 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

2018-03-08 10:46:29 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

2018-03-12 17:49:10 {'neg': 0.0, 'pos': 0.265, 'compound': 0.7579,...

2018-03-06 18:51:27 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

2018-03-10 14:54:02 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

2018-03-06 22:04:43 {'neg': 0.0, 'pos': 0.234, 'compound': 0.7269,...

2018-03-09 02:19:46 {'neg': 0.0, 'pos': 0.17, 'compound': 0.5697, ...

2018-03-12 21:07:27 {'neg': 0.0, 'pos': 0.485, 'compound': 0.8588,...

2018-03-06 09:58:00 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

2018-03-08 22:35:57 {'neg': 0.0, 'pos': 0.248, 'compound': 0.765, ...

2018-03-30 20:39:02 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

2018-03-18 20:05:32 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

2018-03-03 22:40:39 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

2018-03-12 11:39:58 {'neg': 0.0, 'pos': 0.207, 'compound': 0.5719,...

2018-03-22 19:46:17 {'neg': 0.0, 'pos': 0.146, 'compound': 0.4404,...

2018-03-21 23:51:03 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

2018-03-04 18:00:39 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

2018-03-20 14:53:18 {'neg': 0.0, 'pos': 0.148, 'compound': 0.5367,...

2018-03-22 11:14:50 {'neg': 0.0, 'pos': 0.136, 'compound': 0.296, ...

2018-03-09 10:23:42 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

2018-03-07 15:15:38 {'neg': 0.222, 'pos': 0.089, 'compound': -0.50...

2018-03-29 16:05:54 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

2018-03-13 08:23:25 {'neg': 0.0, 'pos': 0.143, 'compound': 0.3612,...

2018-03-03 17:42:59 {'neg': 0.0, 'pos': 0.0, 'compound': 0.0, 'neu...

2018-03-16 07:46:03 {'neg': 0.184, 'pos': 0.0, 'compound': -0.4019...

2018-03-25 23:36:39 {'neg': 0.0, 'pos': 0.104, 'compound': 0.4199,...

2018-03-13 20:04:32 {'neg': 0.12, 'pos': 0.0, 'compound': -0.3241,...

Name: text, dtype: object

**Calculating sentiment scores**

A rough measure of sentiment towards a particular hashtag is to measure average sentiment for tweets mentioning a particular hashtag. It's also possible that other things are happening in that tweet, so it's important to inspect both text as well as metrics generated by automated text methods.

**Instructions**

**100 XP**

* Print out the first example of a positive tweet. Select the DataFrame with sentiment > 0.6 and use .values to get the full text of the tweet.
* Do the same for negative tweets with the index sentiment < -0.6.
* Generate average sentiment score per day for #python with the index check\_word\_in\_tweet. Use .resample() with argument '1 d'. Then take the mean.
* Do the same with #rstats.

# Print out the text of a positive tweet

print(ds\_tweets[sentiment > 0.6]['text'].values[0])

# Print out the text of a negative tweet

print(ds\_tweets[sentiment < -0.6]['text'].values[0])

# Generate average sentiment scores for #python

sentiment\_py = sentiment[check\_word\_in\_tweet('#python', ds\_tweets)].resample('1 d').mean()

# Generate average sentiment scores for #rstats

sentiment\_r = sentiment[check\_word\_in\_tweet('#rstats' , ds\_tweets)].resample('1 d').mean()

<script.py> output:

RT @CMastication: using #Python and #rstats in the same RMarkdown document is pretty awesome with the Reticulate Package. Objects from Pyth…

RT @DiffusePrioR: Here's the evolution of Irish Population density 1841-&gt;2002 on a DED level. You can see the devastating impact of the Fam…

**Plotting sentiment scores**

Lastly, let's plot the sentiment of each hashtag over time. This is largely similar to plotting the prevalence of tweets.

**Instructions**

**100 XP**

* Plot a line for #python usage with sentiment\_py. Use sentiment\_py.index.day as the x-axis.
* Do the same with sentiment\_r.

In [1]: sentiment\_py

Out[1]:

created\_at

2018-03-01 0.280120

2018-03-02 0.192238

2018-03-03 0.136630

2018-03-04 0.000000

2018-03-05 0.180233

2018-03-06 0.221950

2018-03-07 -0.021100

2018-03-08 0.269278

2018-03-09 0.163015

2018-03-10 0.092540

2018-03-11 0.221167

2018-03-12 0.175300

2018-03-13 -0.045260

2018-03-14 0.248231

2018-03-15 0.150400

2018-03-16 -0.080380

2018-03-17 0.052440

2018-03-18 0.000000

2018-03-19 0.095725

2018-03-20 0.182258

2018-03-21 0.215714

2018-03-22 0.201650

2018-03-23 0.205388

2018-03-24 0.175050

2018-03-25 -0.049033

2018-03-26 0.164200

2018-03-27 0.326650

2018-03-28 0.179750

2018-03-29 0.531350

2018-03-30 0.402675

2018-03-31 0.104575

Freq: D, Name: text, dtype: float64

# Import matplotlib

import matplotlib.pyplot as plt

# Plot average #python sentiment per day

plt.plot(sentiment\_py.index.day ,sentiment\_py , color = 'green')

# Plot average #rstats sentiment per day

plt.plot(sentiment\_r.index.day , sentiment\_r, color = 'blue')

plt.xlabel('Day')

plt.ylabel('Sentiment')

plt.title('Sentiment of data science languages')

plt.legend(('#python', '#rstats'))

plt.show()

**CHAPTER 3**

#### **Twitter Networks**